INTRODUCTION
Although it is generally accepted that an optimal representation of software architecture includes multiple views, the structural view still invariably plays the central role. However, today's enterprise systems have reached such a level of complexity that a single "components + connectors" view of a system's structure popularised by Garlan and Shaw [7] is no longer adequate. Not only has the inherent scale and functionality of software increased, but with the advent of component technologies the boundary between the application and system level services (so called middleware) has significantly blurred. As a result, it is no longer clear what level of abstraction provides the best overall structural description of complex software system.

In the following we argue that for complex, industrial-scale software systems it is no longer appropriate to think in terms of just one structural view of a software system, but that instead it is better to provide multiple structural views (or strata), each elaborating upon a different aspect of the system's overall functionality. Since the strata in such a multi-level architecture each provide a complete description of the system's structure, they are not layers in the traditional layered architectural style. On the contrary, they each describe the entire structure of the system but at different levels of abstraction and with respect to different aspects of the system's overall functionality. Different stakeholders can therefore understand the system's structure at the level of abstraction which best matches their individual needs or tasks.

The advantages of such a multi-level view of system structure are twofold. First, since the relationships that connect individual strata reflect those that would result from a process of top-down, step-wise refinement, starting from the highest-level structural view, the approach can serve as the basis for an architecture development methodology. Instead of describing the whole structural architecture of a system in one fell swoop, system developers can focus on individually aspects of the system individually, and gradually work towards the detailed description. A multi-level view of system structure therefore provides a powerful basis for separation of concerns and step-wise progress in the software development process. Moreover, with a reasonable degree of rigour in the structural description, the approach can provide a foundation for a generative approach to software development.

Second, by viewing the higher level strata as an end in themselves rather than a means to an end the concept of multiple views forms the basis for a powerful model of component-based enterprise frameworks. Regarding the upper-level structural views or strata as merely stepping stones in the creation of the real (most detailed) view makes them second class citizens, and makes them vulnerable to the neglect that befalls most intermediate "documentation" artefacts in software engineering. However, by viewing all strata as first class citizens of a framework, they become more stable software assets that are related more in space than in time. Multiple structural viewpoints within a component-based framework enhance the range of possible parameterisation points, and thus facilitate more flexibly and easy instantiation.

In this chapter we introduce and explain the concept of architecture stratification, and show how it can be used to increase the flexibility of component-based enterprise frameworks. We give a small example of what a stratified framework looks like, and then elaborate upon the processes by which such frameworks can be created, instantiated and evolved. Finally we discuss related principles and research areas in software engineering.

WHAT IS STRATIFICATION?
In this section we explain the basic motivation for architecture stratification, and describe fundamental principles for its realization. We then consider the ramifications of stratification from the perspective of individual system components.

1.1 Which Architecture is the Architecture?
Consider a very simple client-server system in which a client component requests some form of service from a remote server component. At the highest level of abstraction the structure of this system could be captured using a class diagram of the kind in Figure 1.
The stereotype, «remote», is used here to capture the high-level properties (or semantics) of the interaction between the client and server. This view of the system's structure conforms to the fundamental "components + connectors" concept of software architectures popularized by Garlan and Shaw [7]. However, it is perfectly possible to provide an alternative representation of the architecture that conforms just as well to this model. Figure 2, for example, provides an alternative view of the structure of the system that explains how ORBs (Object Request Brokers) serve to mediate the interaction between the client and the server.

Since both provide acceptable structural representation of the system consistent with the "components + connectors" model, the immediate question that arises is which is the correct, or the best, one? In other words which diagram represents the real architecture? The implicit answer in most contemporary methods is that the lowest level, non-executable description of the system structure represents the architecture. Descriptions that are executable are typically regarded as an "implementation" or a "program" rather than an architecture, while higher-level descriptions are generally viewed as being incomplete or merely models.

Were one forced to select just one architecture to represent the structure of the system, the more detailed version of two architectures would probably be the best choice. However, a better solution is obtained if more than one architectural description could be chosen. This is because higher-level views of the structure provide descriptions of the system that are of more value to certain stakeholders than the lowest-level view. For example, the user or customer is probably going to find Figure 1 a much more useful representation of the system than Figure 2. Therefore, rather than just representing stepping stones along the road to the development of the "real" (most detailed) architecture, higher-level views are valuable assets in their own right. In other words, rather than being just a means to an end, higher level structural views represent a valuable "end" in themselves.

The basic premise underlying the concept of stratification is that a complete representation of a system's architecture should contain all relevant abstraction levels. Moreover, the relationships between the different levels should be carefully and explicitly documented so that represent a single coherent, whole, rather than a set of disjoint structural viewpoints.

1.2 Interaction Refinement

Most component and architecture description languages include the concept of "connectors" to capture the interaction protocols through which components, or architectural units, can be connected together. Ideally these connectors should be first class citizens of a description language, amenable to the same set of manipulations as components themselves. However, to date no entirely satisfactory model for connectors has been found. Introducing the notion of abstraction levels, referred to as strata in the following, enables connector semantics to be understood in terms of lower level components.

Figure 3 shows how a high level interaction between X and Y is realised in terms of additional interactions and components at a lower level of abstraction. In other words, the interaction between X and Y is reified into components (A and B) and interactions which reside on one stratum lower in the hierarchy. Viewing connectors as collections of components at lower architectural strata, provides a clean model for their access and manipulation.
Note that the original component X in Figure 3 has to be adapted to X' in order to communicate with A rather than with Y. This is an important aspect of stratification and is discussed further in section 1.3.

Figure 4: Structure of Stratified Architecture

In general, a complete stratified architecture is comprised of multiple strata as illustrated in Figure 4. Each stratum represents a refinement of the stratum above, and thus typically contains additional components and interactions that explain how interactions in the higher strata are realized. In Figure 4 the new components in a stratum are represented by white ovals, while those projected down from the stratum above are solid. The abstraction levels in a stratified architecture range from a high level, analysis-like description of the system down to the most detailed implementation code. The highest level will be most useful for understanding the overall solution strategy. This stratum is populated with components and connector types that are key to understanding how the system is organized. In the lowest stratum one will find the usual complex web of objects where it is hard to "see the forest for the tree". However, this is often the only appropriate level of abstraction to resolve realization details.

The key to effective stratification is the selection of appropriate sets of interactions within one stratum whose collective refinement elaborates on a well-defined aspect of the system's realization. For instance, if in a refinement step starting from a business logic stratum one elaborates how remote interactions are realized, this will give rise to a "communication stratum". The next level down could be devoted to dealing with persistence issues and so on. Depending on the application domain the same sequence of types of strata will be useful to structure a system's architecture according to its emergent (often non-functional) properties.

It is important to realize that each stratum of a stratified architecture is complete in its own right, with respect to the level of abstraction it addresses. In contrast to system layers, which only encapsulate a certain subset of a system, each stratum describes the entire system, albeit with varying degrees of abstractness. Clearly, all levels of abstraction are useful in a certain context. Someone trying to understand the overall structure of the system is best served with a high level view. Another person, whose task it may be to change the way data is marshalled over a network, gains more from looking at the communication stratum. Each stratum, therefore, provides the appropriate level of abstraction for a specialist working on a particular system property.

The multi-level separation of concerns provided by a stratification approach is even more valuable when it is used to organize a framework, since it offers enhanced opportunities for parameterisation. A fundamental concept in framework technology is the idea of so called "hot spots", i.e., points of adaptability. With a conventional, "single abstraction level" approach, all hot spots reside at the same level, and it is not clear what their individual role is within the complexity of the detailed architecture. In contrast, a stratified framework distributes hot spots over the various strata according to their place in the abstraction hierarchy. Hence, it is much easier to understand the role a point of variability plays in the overall framework organization and what the implications are of plugging in a certain new behaviour.

Not only are the hot spots easier to see and understand in a stratified framework, but also they can have a greater range of effects on the eventual system's functionality. In conventional object-oriented frameworks, the hot spots are typically hooks to replace one object with another. This means that although the application developer is free to adjust the objects in the architecture, the interaction mechanisms, in contrast, remain relatively fixed. However, quite clearly interactions, which also have a critical bearing on the system's functionality, are equally as likely to change as objects if not more so.\footnote{In fact, the success of object-oriented architectures partly lies in the fact that objects are more stable architectural abstractions than functions (i.e. interactions)} This is especially true when a framework has to be evolved to fit an extended or slightly different application context. By expressing interactions as objects at a lower
stratum, a stratified framework can offer more flexible parameterisation than traditional object-oriented frameworks. Interactions used within the framework can be made parameterisable by providing points of variation in their realization stratum. This allows application engineers to influence interaction semantics, as well as object semantics, by providing the required adaptation objects tailored to the precise needs of the customer.

1.3 Component Metamorphosis
As well as introducing new kinds of components and interactions, a given architectural stratum (except the top level) also contains projections of the components in the stratum above. The precise nature of the projection depends on the nature of the interaction refinement defining the relationship between the strata. Sometimes a component at one level will appear in the lower level completely unchanged. Often, however, the implementation or even interface of a component will be changed, either due to a change of its interaction partners, or a change in the nature of the interactions. For example, Figure 3 shows how component X is changed to X' because of the refinement of its interaction with Y. In the lower stratum the new version X', only communicates directly with A rather than with Y.

Because of the obvious analogy with the biological development of insects, we refer to the set of changes applied to a given component as it is projected across the different strata as metamorphosis. When viewed from the perspective of an individual system component, stratification can be understood as the successive metamorphosis of a component to its most detailed form in the most detailed architecture.

Consider, for example, the elaboration of an aspect of a system, such as authorization, within a given stratum. Authorization cannot be handled by a single module alone, but is a cross-cutting concern, i.e., it cuts through component boundaries and its introduction causes changes that are scattered in a non-local manner through the system. In a stratified architecture, however, the strata above the aspect-elaborating stratum do not deal with the aspect in an explicit manner, but defer matters of authorization to the stratum that explicitly elaborates upon the realization of this aspect (i.e. the authorization stratum). When the authorization interactions from this stratum are refined in lower level strata, the spreading of the aspect-related details starts until the bottom level is reached (see section 1.4 for a sample application).

The need for changes to components as they are projected into lower strata is simply a testimony to the fact that components typically cannot be used "out of the box" and that a pure black-box "plug & play" composition strategy rarely works in practice. To make component composition really work, components have to offer some open implementation [10] facilities and connectors have to be grey-box connectors [11].

EXAMPLE STRATIFIED FRAMEWORK
To illustrate how the principles of stratification explained in the previous section would be applied in practice, in this section we walk through a small example. The subject of the example is a simple banking system which stores and accesses accounts on behalf of customers. Key requirements for this facility are that the bank and the accounts are potentially remote, access to accounts must only be granted to authorized users, and interactions between the bank and accounts must be secure (i.e. non-interceptable).

In the discussion below we focus on only a small part of the systems potential functionality, but the ideas explained can be scaled up easily to the other parts of the systems.

1.4 Structure of a Stratified Framework
Naturally the top-level stratum is the simplest, since it describes the structure of the system using the semantically richest connectors. The class diagram in Figure 5 illustrates that the class Bank interacts with the class Account by a means of an interaction labelled with the stereotype «remoteSafe». This conveys the fact that the interaction is a semantically rich connector and "wraps up" the requirements for remoteness, authorization and security identified above.

Consider, for example, the elaboration of an aspect of a system, such as authorization, within a given stratum. Authorization cannot be handled by a single module alone, but is a cross-cutting concern, i.e., it cuts through component boundaries and its introduction causes changes that are scattered in a non-local manner through the system. In a stratified architecture, however, the strata above the aspect-elaborating stratum do not deal with the aspect in an explicit manner, but defer matters of authorization to the stratum that explicitly elaborates upon the realization of this aspect (i.e. the authorization stratum). When the authorization interactions from this stratum are refined in lower level strata, the spreading of the aspect-related details starts until the bottom level is reached (see section 1.4 for a sample application).

The need for changes to components as they are projected into lower strata is simply a testimony to the fact that components typically cannot be used "out of the box" and that a pure black-box "plug & play" composition strategy rarely works in practice. To make component composition really work, components have to offer some open implementation [10] facilities and connectors have to be grey-box connectors [11].
between the Bank and the Account components needs to carry the information needed to perform the authorization. In particular, methods `getBalance()` and `printBalance()` now are elaborated to feature one more parameter. A so-called PIN (personal identification number) has to be provided when requesting the bank and is checked by the account before access is granted. Note, how the annotation of the association has changed from `remoteSafe` to `remoteSecure`, as the safety aspect of the interaction is addressed. It remains to specify that the interaction in addition is remote and secure.

The next stratum elaborates upon the distribution aspect of the system. As illustrated in Figure 7, this uses the broker pattern as defined by Buschmann et al. [12] to realize distribution.

![Figure 7 Distribution Stratum](image)

In this particular refinement two new component types and one new interaction type are introduced. Note that this implies a change to the required interface of the Bank since it must now interact with its ClientOrb rather than with the Account directly. The Account component type, on the other hand, is totally unaffected by this refinement.

The final stratum in this example elaborates upon the realization of encryption. As illustrated in Figure 8, this is achieved by the introduction of an additional Encryption component type that is used by the ClientOrb and ServerOrb components to respectively encode and decode message before they cross the network.

![Figure 8 Encryption Stratum](image)

Both of which are typically domain dependent. In the example above we exploited the fact that one could use annotations such as `encrypted` or `remoteSecure` and that there are relations such as `remoteSafe = authorized + remoteSecure`. The task of the annotation language is therefore to provide labels that are used to refer to certain interaction semantics and relations between them.

Each atomic label of the annotation language refers to an individual refinement transformation. Such a transformation takes an initial component scenario involving a labelled interaction and creates a new scenario in the stratum below. The resulting scenario has less rich interactions and possibly additional components implementing the interaction semantics of the initial interaction (see Figure 3). A tool that fully supports the stratification approach needs to –

1. manage the annotation language.
2. support the definition of refinement translations.
3. apply the refinement translations, thus keeping the strata in sync with each other.
4. facilitate the reengineering of detailed scenarios to high-level interactions by applying refinement translations in the reverse direction.

1.5 Refinement transformations
Elaborating architecture at multiple levels of abstractions as shown in the previous section is a useful activity in itself. However, it is unrealistic to expect that all the strata can be made mutually consistent manually.
DEVELOPING, USING AND EVOLVING STRATIFIED FRAMEWORKS

The previous sections have respectively defined and exemplified the structure of a stratified architecture. In doing so they have essentially focused on the product of stratification, but have said little about how stratified architectures are created, used and evolved, that is, the processes related to stratification. In fact, just as a modeling language such as the UML can be understood and used without an associated process, the concept of architecture stratification is useful as an organizational principle on its own. It is, therefore, usable with a variety of methodological approaches. In this section we explain the most important methodological issues associated with stratified frameworks, and suggest some solutions.

A framework oriented approach to software development raises three main questions -

- how should the framework initially be developed?
- what are the necessary actions to instantiate the framework so that applications meet the needs of a specific customer?
- how should the framework be evolved over time in response to change requests?

1.6 Developing Stratified Frameworks

In addition to the usual framework development activities the following five main activities have to be incorporated -

- Identify candidate strata
- Order candidate strata
- Identify hot-spots and allocate them to strata
- Elaborate strata
- Partial Implementation

1.6.1 Identify Strata

The first challenge in the development of a stratified framework is the identification of the appropriate strata. This question must be tackled from both a top down and bottom up perspective. From the top down perspective, the key aspects of the system as identified in the requirements specification are extracted and analysed. Each system aspect that is likely to involve numerous objects, supporting the aspect, is an indicator of a possible stratum. But it is also possible that an aspect does not introduce objects at all but changes method signatures and implementations only (e.g. the "authorization" aspect in the example in section 1.4). From the bottom up perspective, the key reusable components within standard or predefined architectural solutions (e.g. CORBA) are evaluated and considered for the problem in hand. By carefully balancing the needs of the application against the potential solutions an optimal set of strata is gradually distilled. In general, a strata inducing aspect could be anything that is not essential to a very high level analysis model of the system. A good indication for proper aspects is that fact that one would expect them to appear in similar systems within the system's domain.

1.6.2 Order the Strata

The next step is to order the strata according to their dependencies and levels of abstraction. A key tenet of the stratification approach is that strata can be arranged in a strict order, such that a stratum on one level depends on (is refined to) only the stratum immediately below. Often, however, analysis of the first candidate list of strata reveals mutual dependencies, or strata that are dependent on two or more other strata. Such situations must be rectified either by removing strata from the list, or by splitting strata into more specialized strata. At the end of this process, a list of strata must be identified in which each stratum only depends on (is refined to) the stratum immediately below.

1.6.3 Identify and Allocate Hotspots

The next step is to analyse the intended future uses of the systems with a view to the identification of the key points of variation, or "hot spots". This activity is akin to the scoping and variability analysis activities found in product line approaches. Once candidate hot spots have been identified, a first pass is made at allocating hot spots to the identified strata. This is driven by a consideration of the aspects of the system which particular hot spots effect. One straightforward technique to accomplish this is to consider one hot spot at a time and proceed down the strata from top to bottom until the hot spot's purpose is given meaning by the corresponding stratum. Strata above this stratum suppress the level of detail that the hot spot is addressing and strata below are likely to contain abstractions which are supporting the realization of hot spot components. A concrete definition of the hot spot cannot be completed until the architecture of the stratum has been elaborated, but an initial allocation of hot-spots to strata can be made based
on the purpose of each hot spot.

1.6.4 Strata Elaboration

The most challenging activity is the elaboration of the individual strata. Apart from the top-stratum, the process is basically the same for each of the strata. The process of creating the top-level stratum is a little different, since it has much in common with the typical process of deriving an initial high-level architectural in a traditional object-oriented development method. The main difference is that care must be taken to keep the top stratum as abstract as possible, since the architectural features derived from specific aspects of the system should be elaborated in lower-level strata. This differs from traditional development methods where all aspects of the system are usually considered in the (single) architecture description.

The main difference between normal architecture development, and the development of the top-level stratum in a stratified framework is that the latter is allowed to make assumptions about services elaborated by lower-level strata. For example, in a stratified framework containing a stratum that realizes remote communication (i.e. in the style of an ORB), a remote interaction mechanism can be assumed as a basic architectural primitive (i.e. connector) by any stratum above it (including of course the top level). This is not so in regular architecture development, wherever functional requirement must be considered within the single overall architecture.

Once a first version of the top-level stratum has been defined, the next step is identifying which of the interactions at the top level are affected by the aspect associated with the stratum below. These interactions are then analyzed in turn to identify appropriate refinements based on the facilities handled by the underlying strata. This can be done using the transformation transformations identified above. The set of candidate refinement steps are then analyzed and a common solution is distilled. A complete architecture for the underlying stratum is then determined, taking into account relevant architectural patterns or lower level design patterns depending on the current level of abstraction. Note that the realization of a particular stratum as well as the definition of the refinement steps mapping into the stratum lends itself to be performed by someone who is an expert in the area the stratum is addressing. For instance, experts in distribution, fault-tolerance, persistence, encryption, etc. will work on their respective strata, potentially to some extent in parallel.

The previous activity is repeated until each stratum in the framework is elaborated and candidate architectures have been selected. Finally, once the detailed architectures are available, the hot spots can be revisited and accommodated in the framework using one of the standard object-oriented techniques, as explained below.

One of the things that must be considered at each stratum is the concrete representation of the various hotspots allocated to that level. Various techniques can be used to capture hot-spots (for instance, see [13]), but for our purposes here it is sufficient to distinguish so called "white-box" and "black-box" specialization [14]. A mature framework, which has been instantiated a number of times and has undergone all major refactorings already, will offer mostly if not exclusively black-box specialization. Here the hot spot has a well defined interface and is parameterized by plugging in a prefabricated component (e.g. by using pluggable adaptors or the Function Object pattern [15]). If a prefabricated component (coming as part of the framework) is used one of the known framework behaviours is selected. If a new component has to be created then the framework will still behave within the range of possibilities opened up by the black-box hot spot. Analyzing were that hot spot is located, i.e., which stratum it populates and which higher-level interactions depend on it gives a good picture about the scope of the variation introduced. Here the word traceability is given meaning, since it is possible to travel the refinement steps up and down to trace where the variation is being propagated. This advantage of the stratification approach becomes even more important when the other form of parameterization, i.e., white-box specialization is used. In this case, a framework class is subclassed to override one or more methods. This form of framework adaptation is common when the framework is still evolving to its final form and it is not clear yet how the black-box hot spots should be modeled and where they should be located. Not only does this specialization variant require more intimate knowledge of the framework but it is also potentially much more dangerous, as erroneous overriding of behaviour could have disastrous effects on the integrity of the framework behaviour. Therefore, if white-box specialization has to be used it is doubly important and rewarding to travel the strata up and down, following the refinement transformations, to check the scope of the changes made.

1.6.5 Partial Implementation

The lowest-level stratum of a stratified framework represents the realization of the system containing all of the details introduced in the strata above. This is the stratum which is used to derive the implementation of the system. Depending on the level of detail present, i.e., on the amount of low level design aspects introduced by one or more strata above, the derivation of an implementation ranges from a standard "design-to-implementation"
activity to a simple "one-to-one" mapping into a programming language.

1.7 Using the framework
Using a stratified framework to create a concrete application involves three main activities

- Variant Resolution
- Hot-spot Instantiation
- Implementation Completion

1.7.1 Variant Resolution
The variant resolution is essentially the same for all framework-based approaches to software development. The basic goal is to determine precisely what set of features the desired variant of the system requires in terms of the hot spots made available by the framework. Those features that correspond to default options, if these are available, can immediately deal with and should be documented with interaction annotations so that they can be validated in case the default option changes in the future.

1.7.2 Hot-Spot Instantiation
The next step is to actually resolve the non-default choices by providing concrete representations of the chosen features for each of the affected hot-spots. The advantage of stratification is that the hot-spots are clearly separated and defined with respect to the aspect of the system that they affect. The instantiation of hot-spots in a stratified framework is therefore much easier than in other non-stratified frameworks. First, it is clearer where to look for an appropriate hot spot because of their distribution to strata. Second, as detailed above, the refinement transformations represents paths to the places within the framework affected by the hot-spot allocation.

Since hot-spots are defined at different strata, the effects of the allocation of a hot spot must be carried down through the strata to the lowest strata. This involves the reappplication of the refinement transformations where appropriate. As indicated beforehand, this is where stratification can benefit most from appropriate tool support.

1.7.3 Implementation Completion
Once the realizations of all non-default hot-spot resolutions have been mapped down to the bottom stratum, any modified or completed architectural elements must be translated to an executable form using the same techniques specified previously.

1.8 Evolving the framework
The final major activity involving in building and applying stratified frameworks is their evolution. No software system, or family of systems, is constant, so some systematic procedure is required for handling the inevitable requests for change. In the context of a stratified framework this involves three main activities.

- Change analysis
- Change Localization
- Realization

1.8.1 Change analysis
Most requests for changes are received from users and customers of specific version of the system. Thus, before changing the framework, it is first necessary to determine whether the request can actually be handled by a reinstantiation of the framework with a modified set of parameters. If this is so, the existing framework is capable of handling the request and no framework level modification is necessary.

1.8.2 Change Localization
For those changes that are deemed appropriate for the framework, it is then necessary to establish two things. First, is the change "almost" covered by an existing hot-spot? If so, the hot-spot realization must be generalized to handle the change. If not, then it is necessary to repeat the "Identify hot-spots and allocate them to strata" activity in framework development, and adjust the framework accordingly to handle the requested change.

1.8.3 Realization
In both cases it is necessary to bring the whole framework, including the associated implementation, into a consistent state by reappplying all relevant refinement transformations. This ensures that all changes are reflected in lower strata and the executable code. Again, tracing out the affect of changes within higher strata and following them along the refinement transformations to all critical locations within the framework gives an extra means of validating the new framework version in addition to regression tests of the framework itself and its known instantiations.

RELATED WORK
The concept of stratified frameworks is related to several other ideas which are currently under investigation in the software engineering community. In this section we briefly describe the most important of these.

1.9 Aspect-oriented programming
Aspect-oriented programming has received a great deal of attention recently as a way of separating out, and partially automatic, the treatment of orthogonal aspects of a systems overall functionality. The stratification approach shares the same basic philosophy of aspect oriented programming since it is built on the basic idea of separating concerns for orthogonal issues [16]. As explained above each stratum basically focuses on
the realization of a specific aspect of a system. Most aspect oriented approaches deal with the code level of a system only whereas stratification is an architectural approach as well. The main difference between stratification and the main "aspect-oriented programming" approaches, however, is the strategy adopted for the description and manipulation of these aspects. In aspect oriented programming, the emphasis is on the semi-automatic integration of distinct aspects using special tools typically known as weavers. This is fine for a number of aspects that can be handled well by weavers, but in principle this approach suffers from a hard superimposition problem when independent aspects affect the same software abstraction. It is, for instance, a non trivial problem to decide the order of the modifications to be made in such a case. Many of the "concerns" which needs to be address in large-scale industrial software development are too complex to be handled in this way. Sometimes all the details of an realization need to be available in order to find a bug or achieve the desired behaviour. In this case a pure version of the system plus a number of aspects and an implicit weaving strategy is insufficient. The stratification approach essential offers an alternative way of separating aspects using a more manual software engineering style approach (based on standard software development activities). The order of aspect introduction is manual and fixed. Each aspect is defined on a complete (with regard to the required level of abstraction) system description and not on a pure, i.e., incomplete, system and possibly more aspects. While stratification successfully resolves superimposition conflicts with a linear and dependent aspect introduction, the downside of this is that it is not possible to view a system's architecture with an aspect B but without an aspect A if A is introduced earlier (higher up the hierarchy) than B. With an optimal ordering of the strata, however, it is unlikely that such a desire will occur.

1.10 Reflective Architectures

Another community of researchers which has pursued the idea of capturing distinct aspects of a system's behaviour within separate "architectures" is the reflective programming community. The basic premise of this community is that the description of a system should comprise two "architectures", one representing the standard application software, and the other "meta" architecture describing certain aspects of the support software that are amenable to change, sometimes even during execution of the software. Since the meta architecture allows aspects of the system to be modified (at run-time), which were previously considered fixed primitives of software construction in traditional approaches, the whole approach is known as a reflective architecture. Since is separates out the description of different aspects of the systems behaviour into separate "architectures' this approach has much in common with stratification. In fact, we view stratification as a generalization of the reflective architecture approach - a generalization which supports an arbitrary number of "architectures" rather than just two. Interestingly, in the case of a reflective programming language, such as CLOS, the reflective "stratum" must be viewed as being below the programming language stratum, as it elaborates and defines the meaning of programming language mechanisms (called interactions in systems). By the same token a meta stratum will be found below strata which depend on it, albeit the general interpretation of "meta" being higher and above something.

CONCLUSION

As the complexity of software systems continues to grow, and the boundary between applications and systems level software continues to blur, it will become increasingly difficult to visualize the structure of software systems using only one structural model. If all the "components and connectors" for all aspects of the system's functionality are crammed into a single structural model, it will increasingly become impossible to "see the forest for the tree." In this paper we have described as solution to this problem referred to as architecture stratification.

The basic premise of the approach is that several distinct models of a system's structure should be developed, each yielding a different level of abstraction, and focussing on the elaboration of different aspect of the system's functionality. As such, the approach can be viewed as extending the tenets of aspect-oriented programming to higher-level development concerns, but in a more software engineering oriented style.

The idea of creating a series of models of a system's structure, related by rigorous interaction refinement transformations, has value as a systematic technique for realizing the full, all encompassing structural model ready for implementation. When used in this way, the higher-level strata essentially represent stepping-stones, or milestones, along the route to towards the development of the "real" or ultimate all-encompassing architecture. The higher-level strata thus play a secondary role, and are likely to be neglected over time.

Greater leverage can be gained from the architectural stratification approach, however, when it is used to describe the structure of a component-based framework. When used for the purpose, the higher-level strata have the same weight as the lowest level stratum, and play a valuable role in describing the framework structure from the
perspective of a particular stakeholder. The main value of the distinct strata is to provide a clean way of capturing functional (i.e. interaction-based) variation points in terms of components (albeit in a lower stratum), and to provide a clearer model of the effects of parameterised "hot-spots".

Another major benefit of the separation of concerns afforded by stratification, is that it clarifies the role of proven architectural patterns in the structuring of a software system. The majority of the large variety of architectural and design patterns that have been published to date are intended to be used together, but when a single, all-encompassing architectural model is used to describe the structure of a system, the application and interrelationship of specific patterns is all but lost. Stratification helps by providing distinct abstraction levels that focus on the deployment of only one or a few patterns, and thus the role and location of specific patterns as well as their relationship to other patterns at different strata can easily be discerned.

As well as explaining the basic principles of stratification, and illustrating their application in the context of a small example, this chapter provided an outline of the primary development activities associated with the approach. The chapter also discussed the relationship of the stratification concept with other leading architectural research initiatives. As a generalization of the aspect-oriented programming, and reflective architecture approaches to software development, the principle of architecture stratification represents the next step along in the trend towards greater separation of concerns in the engineering of quality of software systems.
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